React Native

1. Môi trường làm việc

* Cài chocolatey:

Set-ExecutionPolicy Bypass -Scope Process -Force; [System.Net.ServicePointManager]::SecurityProtocol = [System.Net.ServicePointManager]::SecurityProtocol -bor 3072; iex ((New-Object System.Net.WebClient).DownloadString('https://chocolatey.org/install.ps1'))

* choco install -y nodejs.install python2 jdk8

cài đặt expo

* npm install exp –global.
* Cài đặt Yarn
* npm install -g yarn
* tạo app qua lệnh
* npm install -g create-react-native-app
* xem đường dẫn của lệnh
* yarn add --dev babel-cli babel-preset-flow
* [Download Android Studio](https://developer.android.com/studio/index.html).
* Custom:
* Android SDK
* Android SDK Platform
* Performance (Intel ® HAXM)
* Android Virtual Device (phần này có thể thay thế bởi Genymotion: https://www.genymotion.com/)

Chọn cài đặt bản Android Sdk 9 (Pie), khi bật Android Sdk Manage hãy chọn tối thiểu 2 gói sau

* Android SDK Platform 28
* Intel x86 Atom\_64 System Image or Google APIs Intel x86 Atom System Image
* Cấu hình ANDROID\_HOME environment variable
* Các công cụ React Native yêu cầu một số biến môi trường được thiết lập để xây dựng các ứng dụng với Native Code.
* ![Cài đặt biến môi trường ANDROID_HOME trên windows](data:image/png;base64,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)
* *Cài đặt biến môi trường ANDROID\_HOME trên windows*
* Thay thế giá trị trên bằng SDK của bạn, Sdk được cài đặt trong thư mục sau
* C:\Users\YOUR\_USERNAME\AppData\Local\Android\Sdk
* Bạn có thể tìm vị trí thực tế của SDK trong Android Studio bằng cách: click vào “Preferences” và chọn menu *Appearance & Behavior → System Settings → Android SDK.* Sau đó copy và dán vào ô bên trên
* Thêm platform-tools vào Path
* Hãy vào phần biến môi trường của Windows như bước trên, và chọn biến **Path** , sau đó click **Edit** và chọn **New** để nhập thêm platform-tools vào biến Path. Đường dẫn của thư mục platform-tools có cấu trúc như sau
* C:\Users\YOUR\_USERNAME\AppData\Local\Android\Sdk\platform-tools

exp init MemoryGame

exp start

//function viết theo es6 hàm thực hiện nhiều code thì {} và phải có return

let xinchao =(a,b)=>{

var c=5;

var tong=0;

tong=a+b\*c;

return tong ;

}

//function viết theo es6 hàm không có giá trị trả về ruturn thì

let xinchao =(a,b)=>{

console.log(“xin chao”)

}

xinchao();

// hàm 1 tham số

let xinchao =a=>a

console.log(xinchao(“giatrị”))

//sử dụng map duyệt từng phần tử

let arrays=["a","b","c"];

arrays.map(function(value){

console.log(value);

})

//sử dụng hàm es6

let arrays=["a","b","c"];

arrays.map((value)=>console.log(value))

//

bmi=(chieucao,cannang)=>{

bmi\_=0;

bmi\_=cannang/chieucao\*cannang; //không sử dụng được this

return bmi\_;

}

console.log(bmi(162,60))

//

var nhanvien={

a:"Chỉ số BMI: ",

b:"của tôi",

bmi:(chieucao,cannang)=>

{

bmi\_=0;

bmi\_=nhanvien.a + cannang/chieucao\*cannang; //không sử dụng được this

return bmi\_;

}

}

console.log(nhanvien.bmi(162,60) + nhanvien.b)

//arrow

let connguoi={

tay:"tay dai",

chan:"chân dài",

mat:"mắt nhỏ"}

console.log(connguoi.tay + "\_" + connguoi.chan)

//sử dụng mảng trong object

let connguoi={

tay:"tay dai",

chan:"chân dài",

mat:"mắt nhỏ",

xinchao: (a,b)=>{ return “chào bạn" + a + b }}

console.log(connguoi.xinchao(“mập”, “béo”))

//sử dụng hàm trong object

var nhanvien={

cannang:'60',

cannangsauan: (a,b)=>nhanvien.cannang \*2 , //không sử dụng được this

cannangtruocan(){

return this.cannang \* 2; //hàm này mới sử dụng được this.

}}

console.log(nhanvien.cannangtruocan())

//phân mảnh trong object

var nhanvien={

cannang:'60',

tuoi:30,

cannangsauan: (a,b)=>nhanvien.cannang + nhanvien.tuoi

}

let {cannang:cannangcuaban,tuoi:tuoicuaban,cannangsauan:cangnangsauancuatoi}=nhanvien;

console.log(cannangcuaban + " \_ "+tuoicuaban +"\_"+ cangnangsauancuatoi())

//phân rả mảng sử dụng dấu ngoặc vuông

let arrays=["a","b","c"];

let [gt1,gt2,gt3]=arrays ; //

console.log(gt2)

// khai báo hàm mà nhận vào 1 mảng

let tinhtong=(...nthamso)=>{

let tong=0;

nthamso.map((value)=>tong+=value);

return tong;

}

console.log(tinhtong(1,2,3,4,5))

// số a,b và n tham số

let tinhtong=(a,b,...nthamso)=>{

let tong=0;

nthamso.map((value)=>tong+=value);// nó tự bỏ biến a và b hay giá trị 1,2

return tong;

}

console.log(tinhtong(1,2,3,4,5))

//sử dụng class

class connguoi{

constructor(){

this.tay="ngắn";

this.chan="dài"

}

}

connguoi1=new connguoi();

console.log(connguoi1.tay);

**//kế thừ từ class cha**

class connguoi{

constructor(){//biến trong constructor không khai kiểu cho nó. để là this.

this.tay="ngắn";

this.chan="dài";

this.xinchao=()=>"che cong";

}

xuatten(ten){

return "xin chao" + ten;

}

}

class contrai extends connguoi {

constructor(){

super();// từ khóa hàm kế thừa phương thức cha

this.gioitinh="nam";

}

}

connguoi1=new contrai();

console.log(connguoi1.xuatten("che cong binh"));

console.log(connguoi1.xinchao());

**//Duyệt mảng**

mang=["a","b","c"];

mangobject=[

{

ten:"che cong",

tuoi:10

},

{

ten:"nghiep",

tuoi:5

}

]

for(let giatri1 of mang)

{

console.log(`giá trị mãng ${giatri1}`)

}

for(let giatri of mangobject)

{

console.log(`giá trị mãng ${giatri.ten}`)

}

//tìm phần tử đầu tiên trong object dùng hàm find(), lọc tất cả phần tử fillter, findIndex tìm vị trí mảng

mangobject=[

{

ten:"che cong",

tuoi:10

},

{

ten:"nghiep",

tuoi:5

},

{

ten:"che cong",

tuoi:7

}

]

let giatitim=mangobject.filter((value)=>{

//cach 1

//if(value.ten==="che cong"){

// return value

// }

//

//cach 2: return thẳng luôn

return value.ten==="che cong"

})

console.log(giatitim);

//mảng map là mảng có key và value

let mangmap= new Map([

//[key,value]

["ten","che cong"],

["tuoi",10],

["toc","ngắn"]

]);

console.log(mangmap.get("ten"));

//get điều key.kiểm tra giá trị //has kiểm tra key. nếu có true, ko false //size kích thước file

//phân rả cấu trúc mảng

Cách 1:

let mangmap= new Map([

//[key,value]

["ten","che cong"],

["tuoi",10],

["toc","ngắn"]

]);

for(let key of mangmap){

//mangmap: thì lấy key và values;mangmap.values: lấy giá trị; mangmap.key:lấy key

console.log(key);

}

Các 2:

let mangmap= new Map([

//[key,value]

["ten","che cong"],

["tuoi",10],

["toc","ngắn"]

]);

for(let [key,values] of mangmap){//

console.log(key +"\_"+values);

}

Cách 3:

let mangmap= new Map([

//[key,value]

["ten","che cong"],

["tuoi",10],

["toc","ngắn"]

]);

mangmap.forEach((values,key)=>{

console.log(key +"\_"+values);

})

**//set, delete**

let mangmap= new Map([

//[key,value]

["ten","che cong"],

["tuoi",10],

["toc","ngắn"]

]);

mangmap.set("mui","to");// gán thêm giá trị vào map

mangmap.delete("ten");

mangmap.forEach((values,key)=>{

console.log(key +"\_"+values);

})

//mảng set là mảng chỉ có value

let arrays=["a","b","c"];

let gt=new Set(arrays);

gt.add("d");

gt.delete("a");

for(let item of gt)

{

console.log(item);

}

//Gọi class và truyền prop, state

* 1. cách gọi class tên class phải viết Hoa ký tự đầu.
  2. sự kiện<Text onPress={this.\_OnPress.bind(this)}>click</Text>

\_OnPress(){this.setState({state1:"Thanh Loan"})

* 1. props:

class con: <Text>Xin chào {this.props.ten}</Text>

Class cha: gọi class con<Con ten="AN"></Con>

* 1. state

clas cha phải có constructor

constructor(){

    super();

    this.state={state1:'Loan'};

class con: <Text >{this.state.state1}</Text>

* 1. stylesheet: khai báo
* const styles=StyleSheet.create({
* container:{
* flex:1,
* backgroundColor:'#fff',
* alignItems:'center',
* justifyContent:'center'
* }
* })

Gọi: C1: <View style={styles.container}>

C2: <Text style={{color:'red'}}>Xin chào </Text>

export default class Main extends React.Component{

  render(){

    return(

      <View style={styles.container}>

        <Text>wellcome to React Native</Text>

        <Con ten="AN"></Con>

      </View>

    )

  }

}

class Con extends React.Component{

  constructor(){

    super();

    this.state={state1:'Loan'};

  }

  \_OnPress(){

    this.setState({state1:"Thanh Loan"})

  }

  render(){

    return(

      <View>

        <Text>Xin chào {this.props.ten}</Text>

        <Text >{this.state.state1}</Text>

        <Text onPress={this.\_OnPress.bind(this)}>click</Text>

      </View>

    )

  }

}

const styles=StyleSheet.create({

  container:{

    flex:1,

    backgroundColor:'#fff',

    alignItems:'center',

    justifyContent:'center'

  }

})

import React, {Component} from 'react';

import {Text,View,StyleSheet, TextInput} from 'react-native';

export default class MainFlex extends Component{

    render(){

        return(

            <View style={styles.container}>

                <TextInput placeholder={'nhập họ và tên'}></TextInput>

                <View style={styles.bluecontain}></View>

                <View style={styles.yellowcontain}></View>

            </View>

        )

    }

}

const styles=StyleSheet.create({

container:{

flex:1,

justifyContent:'center',

alignItems:'center'

},

bluecontain:{

width:50,

height:50,

backgroundColor:'blue'

},

yellowcontain:{

    width:50,

    height:50,

    backgroundColor:'yellow'

    }

})

* Text: ellipsizeModel enum (string):
* Head: …abc
* Middle: abc…yz
* Tail: abc…

ellipsizeMode={‘head’} numberOfLines={1}

Lưu ý: ellipsizeMode chỉ hoạt động cùng props numOfLines.

* NumberOfLines number (int): quy định số dòng đoạn text hiển thị
* onLayout function (): khởi tạo ỏ Mount và khi layout thay đổi sẽ phát sinh event là object chứa thông số liên quan đến kích thước của Component. onLayout ((event=>event.nativêvent.laout.x)
* onLongPress function(): sự kiện nhấn giữ.
* onPress function():nhấn
* Style:
* fontFamily: Number: font
* fontStyle: (normal,italic: kiểu chữ
* fontWeight: (normal,bold,100->9000: in đậm
* lineHeight: (number) : chiều cao text
* textAlign: (auto, left, center, justify): canh lề
* textDecorationLine: (none, underline, line-through, underline-through) ; bố trí đường gạch ngang cho text
* textShadowColor: mã màu: màu đổ bóng
* textShadowOffset: width: (number), height: (number) :kích thước đổ bóng
* textShadowRadius: number: bo gốc cho bóng
* textAlignVertical: (auto, top, bottom, center): canh lề text
* fontVariant: small-caps, oldstyle-num, lining-num, tablular-num, proportinal-nums: thay đổi font chữ ios
* testID: kiểu string xác định vị trí kết thúc đoạn text
* selectable: kiểu boolean: là copy paste.
* TextInput: onChangeText, OnSubmitEditting và onFocus

Vd: Style={{height:40, borderColor:’gray’, borderWidth:1}}

onChangeText={(text)=>this.setstate({text})}

value={this.state.text}

* autoCapitalize enum(string): tự động viết hoa (characters: tất cả ký tự, words: chữ đầu tiên của mỗi từ, sentences: từ đầu tiên của câu, none: ko viết hoa.
* autoCorrect bool: Nếu true thì bật chức năng auto-correct (mặc định là true)
* autoFocus bool: Nếu true thì textinput sẽ được focus khi componentĐiMount được gọi (mặc định là false)
* blurOnSubmit bool: nếu true thì focus khi submit. Mặc định là true
* editable bool: nếu false không cho người dùng nhập văn bản
* keyboardType (string): khai báo keyboard sẽ được mở: default, email-address, numeric, phone-pad, ascii-capable, numbers-and-punctuation, url, number-pad, name-phone-pad, decimal-pad, twither, web-search.

Các tham số làm việc đa nền tảng: default, numeric, email-address, phone-pad.

* maxLength: giới hạn ký tự được phép nhập
* multiline: true đoạn text nhập nhiều dòng
* placeholder: nhập vào chuỗi nhắc nhỡ
* placeholderTextColor: (color) quy định màu text
* returnKeyType: các tham số đa nền tảng:done, go, next, search, send. Tham số làm việc trên android: none, previous.
* SecureTextEntry: true thì các đoạn text sẽ thay thế bằng dấu \*
* selectTextOnFocus: true đoạn text được gán thuộc tính này sẽ tự focus.
* Selection {start:number, end:number} sẽ chọn văn bản tương ứng ở vị trí truyền vào
* inlineImageLeft: nếu được khai báo thì sẽ render hình ảnh bên trái textinput
* inlineImagePadding: canh padding cho hình ảnh inline
* numberOfLines số dòng được phép hiển thị
* returnKeyLabel: trả về key của label
* underlineColorAndroid: màu border bottom textinput
* clearButtonMode: sẽ xuất hiện bên phải của textinput. Các tham số: never, while-diting, unless-editing, aways(IOS)

EVENT

* onBlur function: được gọi khi bị mất focus
* onChange:
* onChangeText:
* onContentSizeChange: được gọi khi kích thước của text thay đổi và trả về obj {nativeEvent:{contentSize:{width,height}}}
* onEndEditing: kết thúc nhập text
* onFocus: được gọi khi đoạn text được focus
* onLayout: được khởi tạo và layout thay đổi {x,y,width,height}
* onScroll: khi nội dung được scroll sẽ trả ra tham số là obj {nativeEvent:{contentOffset:{x,y}}}
* onSubmitEditing: được gọi khi người dùng nhấn submit
* Image Component
* <image source={require(‘./my-icon.png’)}
* Var con=this.props.active? require (‘./my-con-active.png’):require (‘incon-inactive.png’);

<Image source={icon}/>

* Event:

OnError: load ảnh thất bại

onLayout: dc gọi khi ứng dụng được Mount

onLoad: dc gọi khi hình ảnh được